**Guided Lab: Bulk Loading from a Local File System**

This tutorial describes how to load data from files in your local file system into a table.

**Introduction**

In this tutorial, you will learn how to:

Create named file format objects that describe your data files.

Create named stage objects.

Upload your data to the internal stages.

Load your data into tables.

Resolve errors in your data files.

### **Downloading the sample data files**

For this tutorial you need to download the sample data files provided by Snowflake.

To download and unzip the sample data files:

1. Right-click the name of the archive file, [data-load-internal.zip](https://docs.snowflake.com/en/_downloads/22c3a6290f5d1f4d97075282729f3859/data-load-internal.zip) and save the link/file to your local file system.
2. Unzip the sample files. The tutorial assumes you unpacked files in to the following directories:

* Linux/macOS: /tmp/load
* Windows: C:\tempload

C:\Users\Administrator\Downloads\data-load-internal

These data files include sample contact data in the following formats:

CSV files that contain a header row and five records. The field delimiter is the pipe (|) character. The following example shows a header row and one record:  
ID**|**lastname**|**firstname**|**company**|email|**workphone**|**cellphone**|**streetaddress**|**city**|**postalcode

6**|**Reed**|**Moses**|**Neque Corporation**|**eget**.**lacus**@**facilisis**.**com**|**1**-**449**-**871**-**0780**|**1**-**454**-**964**-**5318**|**Ap **#**225**-**4351 Dolor Ave**|**Titagarh**|**62631

A single file in JSON format that contains one array and three objects. The following is an example of an array that contains one of the objects:  
**[**

**{**

"customer"**:** **{**

"address"**:** "509 Kings Hwy, Comptche, Missouri, 4848"**,**

"phone"**:** "+1 (999) 407-2274"**,**

"email"**:** "blankenship.patrick@orbin.ca"**,**

"company"**:** "ORBIN"**,**

"name"**:** **{**

"last"**:** "Patrick"**,**

"first"**:** "Blankenship"

**},**

"\_id"**:** "5730864df388f1d653e37e6f"

**}**

**},**

**]**
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### **Step 1: Creating the database, tables, and warehouse**

Execute the following statements to create a database, two tables (for csv and json data), and a virtual warehouse needed for this tutorial. After you complete the tutorial, you can drop these objects.

-- Create a database. A database automatically includes a schema named 'public'.

**CREATE** **OR** **REPLACE** **DATABASE** mydatabase**;**

/\* Create target tables for CSV and JSON data. The tables are temporary, meaning they persist only for the duration of the user session and are not visible to other users. \*/

**CREATE** **OR** **REPLACE** **TEMPORARY** **TABLE** mycsvtable **(**

id **INTEGER,**

**last\_name** **STRING,**

**first\_name** **STRING,**

company **STRING,**

**email** **STRING,**

workphone **STRING,**

cellphone **STRING,**

streetaddress **STRING,**

city **STRING,**

postalcode **STRING);**

**CREATE** **OR** **REPLACE** **TEMPORARY** **TABLE** myjsontable **(**

json\_data **VARIANT);**

-- Create a warehouse

**CREATE** **OR** **REPLACE** **WAREHOUSE** mywarehouse **WITH**

**WAREHOUSE\_SIZE=**'X-SMALL'

**AUTO\_SUSPEND** **=** 120

**AUTO\_RESUME** **=** **TRUE**

**INITIALLY\_SUSPENDED=TRUE;**

The CREATE WAREHOUSE statement sets up the warehouse to be suspended initially. The statement also sets AUTO\_RESUME = true, which starts the warehouse automatically when you execute SQL statements that require compute resources.

## **Step 2: Create file format objects**

When you load data from a file into a table, you must describe the format of the file and specify how the data in the file should be interpreted and processed. For example, if you are loading pipe-delimited data from a CSV file, you must specify that the file uses the CSV format with pipe symbols as delimiters.

When you execute the [COPY INTO <table>](https://docs.snowflake.com/en/sql-reference/sql/copy-into-table) command, you specify this format information. You can either specify this information as options in the command (e.g. TYPE = CSV, FIELD\_DELIMITER = '|', etc.) or you can specify a file format object that contains this format information. You can create a named file format object using the [CREATE FILE FORMAT](https://docs.snowflake.com/en/sql-reference/sql/create-file-format) command.

In this step, you create file format objects describing the data format of the sample CSV and JSON data provided for this tutorial.

### **Creating a file format object for CSV data**

Execute the [CREATE FILE FORMAT](https://docs.snowflake.com/en/sql-reference/sql/create-file-format) command to create the mycsvformat file format.

**CREATE** **OR** **REPLACE** **FILE** **FORMAT** mycsvformat

**TYPE** **=** 'CSV'

**FIELD\_DELIMITER** **=** '|'

**SKIP\_HEADER** **=** 1**;**

Where:

* TYPE = 'CSV' indicates the source file format type. CSV is the default file format type.
* FIELD\_DELIMITER = '|' indicates the ‘|’ character is a field separator. The default value is ‘,’.
* SKIP\_HEADER = 1 indicates the source file includes one header line. The COPY command skips these header lines when loading data. The default value is 0.

### **Creating a file format object for JSON data**

Execute the [CREATE FILE FORMAT](https://docs.snowflake.com/en/sql-reference/sql/create-file-format) command to create the myjsoWhere:

CREATE OR REPLACE FILE FORMAT myjsonformat  
 TYPE = 'JSON'  
 STRIP\_OUTER\_ARRAY = TRUE;  
 Where:  
 ⦁  TYPE = 'JSON' indicates the source file format type.  
 ⦁  STRIP\_OUTER\_ARRAY = TRUE directs the COPY command to exclude the root brackets ([]) when loading data to the table.

* TYPE = 'JSON' indicates the source file format type.
* STRIP\_OUTER\_ARRAY = TRUE directs the COPY command to exclude the root brackets ([]) when loading data to the table.

## **Step 3: Create stage objects**

A stage specifies where data files are stored (i.e. “staged”) so that the data in the files can be loaded into a table. A named [internal stage](https://docs.snowflake.com/en/user-guide/data-load-overview.html#label-data-load-overview-internal-stages) is a cloud storage location managed by Snowflake.

Creating a named stage is useful if you want multiple users or processes to upload files. If you plan to stage data files to load only by you, or to load only into a single table, then you may prefer to use your user stage or the table stage. For information, see [Bulk loading from a local file system](https://docs.snowflake.com/en/user-guide/data-load-local-file-system).

In this step, you create named stages for the different types of sample data files.

### **Creating a stage for CSV data files**

Execute CREATE STAGE to create the my\_csv\_stage stage:

**CREATE** **OR** **REPLACE** **STAGE** my\_csv\_stage

**FILE\_FORMAT** **=** mycsvformat**;**

Note that if you specify the FILE\_FORMAT option when creating the stage, it is not necessary to specify the same FILE\_FORMAT option in the COPY command used to load data from the stage.

### **Creating a stage for JSON data files**

Execute CREATE STAGE to create the my\_json\_stage stage:

**CREATE** **OR** **REPLACE** **STAGE** my\_json\_stage

**FILE\_FORMAT** **=** myjsonformat**;**

## **Step 4: Stage the data files**

Execute [PUT](https://docs.snowflake.com/en/sql-reference/sql/put) to upload (stage) sample data files from your local file system to the stages.

### **Staging the CSV sample data files**

Execute the PUT command to upload the CSV files from your local file system.

Linux or macOS  
**PUT** **file:///**tmp**/load/contacts\*.csv** **@**my\_csv\_stage **AUTO\_COMPRESS=TRUE;**

Windows  
**PUT** **file://**C**:\tempload\contacts\*.csv** **@**my\_csv\_stage **AUTO\_COMPRESS=TRUE;**

Let us take a closer look at the command:

* file://<file-path>[/]contacts\*.csv specifies the full directory path and names of the files on your local machine to stage. Note that file system wildcards are allowed.
* @my\_csv\_stage is the stage name where to stage the data.
* auto\_compress=true; directs the command to compress the data when staging. This is also the default.

The command returns the following result, showing the staged files:

**+**---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------+

| source | target | source\_size | target\_size | source\_compression | target\_compression | status | message |

|---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------|

| contacts1.csv | contacts1.csv.gz | 694 | 506 | NONE | GZIP | UPLOADED | |

| contacts2.csv | contacts2.csv.gz | 763 | 565 | NONE | GZIP | UPLOADED | |

| contacts3.csv | contacts3.csv.gz | 771 | 567 | NONE | GZIP | UPLOADED | |

| contacts4.csv | contacts4.csv.gz | 750 | 561 | NONE | GZIP | UPLOADED | |

| contacts5.csv | contacts5.csv.gz | 887 | 621 | NONE | GZIP | UPLOADED | |

**+**---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------+

### **Staging the JSON sample data files**

Execute the PUT command to upload the JSON file from your local file system to the named stage.

Linux or macOS  
**PUT** **file:///**tmp**/load/contacts.json** **@**my\_json\_stage **AUTO\_COMPRESS=TRUE;**

Windows  
**PUT** **file://**C**:\tempload\contacts.json** **@**my\_json\_stage **AUTO\_COMPRESS=TRUE;**

The command returns the following result, showing the staged files:

**+**---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------+

| source | target | source\_size | target\_size | source\_compression | target\_compression | status | message |

|---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------|

| contacts.json | contacts.json.gz | 965 | 446 | NONE | GZIP | UPLOADED | |

**+**---------------+------------------+-------------+-------------+--------------------+--------------------+----------+---------+

### 

### **List the staged files**

### You can list the staged files by using the [LIST](https://docs.snowflake.com/en/sql-reference/sql/list) command.

#### **CSV**

**LIST** **@**my\_csv\_stage**;**

Snowflake returns a list of your staged files.

#### **JSON**

**LIST** **@**my\_json\_stage**;**

Snowflake returns a list of your staged files.

## **Step 5: Copy data into the target tables**

Execute [COPY INTO <table>](https://docs.snowflake.com/en/sql-reference/sql/copy-into-table) to load staged data into the target tables.

### **CSV**

To load the data from the sample CSV files:

Start by loading the data from one of the files (contacts1.csv.gz). Execute the following:  
**COPY** **INTO** mycsvtable

**FROM** **@**my\_csv\_stage**/**contacts1**.csv.**gz

**FILE\_FORMAT** **=** **(FORMAT\_NAME** **=** mycsvformat**)**

**ON\_ERROR** **=** 'skip\_file'**;**

Where:

* + The FROM clause specifies the location of the staged data file (stage name followed by the file name).
  + The ON\_ERROR clause specifies what to do when the COPY command encounters errors in the files. By default, the command stops loading data when the first error is encountered; however, we’ve instructed it to skip any file containing an error and move on to loading the next file. Note that this is just for illustration purposes; none of the files in this tutorial contain errors.

The COPY command returns a result showing the name of the file copied and related information:  
**+**-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------+

| file | status | rows\_parsed | rows\_loaded | error\_limit | errors\_seen | first\_error | first\_error\_line | first\_error\_character | first\_error\_column\_name |

|-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------|

| mycsvtable/contacts1.csv.gz | LOADED | 5 | 5 | 1 | 0 | NULL | NULL | NULL | NULL |

**+**-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------+

Load the rest of the staged files in the mycsvtable table.  
The following example uses pattern matching to load data from all files that match the regular expression .\*contacts[1-5].csv.gz into the mycsvtable table.  
**COPY** **INTO** mycsvtable

**FROM** **@**my\_csv\_stage

**FILE\_FORMAT** **=** **(FORMAT\_NAME** **=** mycsvformat**)**

**PATTERN=**'.\*contacts[1-5].csv.gz'

**ON\_ERROR** **=** 'skip\_file'**;**

Where the PATTERN clause specifies that the command should load data from the filenames matching this regular expression (.\*employees0[1-5].csv.gz).  
The COPY command returns a result showing the name of the file copied and related information:  
**+**-----------------------------+-------------+-------------+-------------+-------------+-------------+----------------------------------------------------------------------------------------------------------------------------------------------------------------------+------------------+-----------------------+-------------------------+

| file | status | rows\_parsed | rows\_loaded | error\_limit | errors\_seen | first\_error | first\_error\_line | first\_error\_character | first\_error\_column\_name |

|-----------------------------+-------------+-------------+-------------+-------------+-------------+----------------------------------------------------------------------------------------------------------------------------------------------------------------------+------------------+-----------------------+-------------------------|

| mycsvtable/contacts2.csv.gz | LOADED | 5 | 5 | 1 | 0 | NULL | NULL | NULL | NULL |

| mycsvtable/contacts3.csv.gz | LOAD\_FAILED | 5 | 0 | 1 | 2 | Number of columns in file (11) does not match that of the corresponding table (10), use file format option error\_on\_column\_count\_mismatch=false to ignore this error | 3 | 1 | "MYCSVTABLE"[11] |

| mycsvtable/contacts4.csv.gz | LOADED | 5 | 5 | 1 | 0 | NULL | NULL | NULL | NULL |

| mycsvtable/contacts5.csv.gz | LOADED | 6 | 6 | 1 | 0 | NULL | NULL | NULL | NULL |

**+**-----------------------------+-------------+-------------+-------------+-------------+-------------+----------------------------------------------------------------------------------------------------------------------------------------------------------------------+------------------+-----------------------+-------------------------+

Note the following highlights in the result:

* + The data in contacts1.csv.gz is ignored because you already loaded the data successfully.
  + The data in these files was loaded successfully: contacts2.csv.gz, contacts4.csv.gz, and contacts5.csv.gz.
  + The data in contacts3.csv.gz was skipped due to 2 data errors. The next step in this tutorial addresses how to validate and fix the errors.

### **JSON**

Load the contacts.json.gz staged data file into the myjsontable table.

**COPY** **INTO** myjsontable

**FROM** **@**my\_json\_stage**/contacts.json.**gz

**FILE\_FORMAT** **=** **(FORMAT\_NAME** **=** myjsonformat**)**

**ON\_ERROR** **=** 'skip\_file'**;**

The COPY command returns a result showing the name of the file copied and related information:

**+**------------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------+

| file | status | rows\_parsed | rows\_loaded | error\_limit | errors\_seen | first\_error | first\_error\_line | first\_error\_character | first\_error\_column\_name |

|------------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------|

| myjsontable/contacts.json.gz | LOADED | 3 | 3 | 1 | 0 | NULL | NULL | NULL | NULL |

**+**------------------------------+--------+-------------+-------------+-------------+--------

## **Step 6: Resolve data load errors**

In the preceding step, the COPY INTO command skipped loading one of the files when it encountered the first error. You need to find all the errors and fix them. In this step, you use the [VALIDATE](https://docs.snowflake.com/en/sql-reference/functions/validate) function to validate the previous execution of the COPY INTO command and returns all errors.

### **Validate the sample data files and retrieve any errors**

You first need the query ID associated with the COPY INTO command that you previously executed. You then call the VALIDATE function, specifying the query ID.

1. Retrieve the query ID.
   1. Sign in to Snowsight.
   2. Make sure the role in Snowsight is the same as the role you are using in SnowSQL to run SQL statements for this tutorial.
   3. Select **Monitoring** » **Query History**.
   4. Select the row for the specific COPY INTO command to open the query information pane.
   5. Copy the **Query ID** value.
2. Validate the COPY INTO command execution, represented by the query ID, and save errors to a new table named save\_copy\_errors.

In SnowSQL, execute the following command. Replace *query\_id* with the **Query ID** value.  
**CREATE** **OR** **REPLACE** **TABLE** save\_copy\_errors **AS** **SELECT** **\*** **FROM** **TABLE(**VALIDATE**(**mycsvtable**,** **JOB\_ID=>**'01bd6a43-0000-2372-0000-00259f8b6895'**));**

Query the save\_copy\_errors table.  
**SELECT** **\*** **FROM** SAVE\_COPY\_ERRORS**;**

The query returns the following results:  
**+**----------------------------------------------------------------------------------------------------------------------------------------------------------------------+-------------------------------------+------+-----------+-------------+----------+--------+-----------+-------------------------------+------------+----------------+-----------------------------------------------------------------------------------------------------------------------------------------------------+

| ERROR | FILE | LINE | CHARACTER | BYTE\_OFFSET | CATEGORY | CODE | SQL\_STATE | COLUMN\_NAME | ROW\_NUMBER | ROW\_START\_LINE | REJECTED\_RECORD |

|----------------------------------------------------------------------------------------------------------------------------------------------------------------------+-------------------------------------+------+-----------+-------------+----------+--------+-----------+-------------------------------+------------+----------------+-----------------------------------------------------------------------------------------------------------------------------------------------------|

| Number of columns in file (11) does not match that of the corresponding table (10), use file format option error\_on\_column\_count\_mismatch=false to ignore this error | mycsvtable/contacts3.csv.gz | 3 | 1 | 234 | parsing | 100080 | 22000 | "MYCSVTABLE"[11] | 1 | 2 | 11|Ishmael|Burnett|Dolor Elit Pellentesque Ltd|vitae.erat@necmollisvitae.ca|1-872|600-7301|1-513-592-6779|P.O. Box 975, 553 Odio, Road|Hulste|63345 |

| Field delimiter '|' found while expecting record delimiter '\n' | mycsvtable/contacts3.csv.gz | 5 | 125 | 625 | parsing | 100016 | 22000 | "MYCSVTABLE"["POSTALCODE":10] | 4 | 5 | 14|Sophia|Christian|Turpis Ltd|lectus.pede@non.ca|1-962-503-3253|1-157-|850-3602|P.O. Box 824, 7971 Sagittis Rd.|Chattanooga|56188 |

**+**----------------------------------------------------------------------------------------------------------------------------------------------------------------------+-------------------------------------+------+-----------+-------------+----------+--------+-----------+-------------------------------+------------+----------------+-----------------------------------------------------------------------------------------------------------------------------------------------------+

The result shows two data errors in mycsvtable/contacts3.csv.gz:

* Number of columns in file (11) does not match that of the corresponding table (10)  
  In Row 1, a hyphen was mistakenly replaced with the pipe (|) character, the data file delimiter, effectively creating an additional column in the record.
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* Field delimiter '|' found while expecting record delimiter 'n'  
  In Row 5, an additional pipe (|) character was introduced after a hyphen, breaking the record.
* ![Example 1 data error in record](data:image/png;base64,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)

### **Step 7: Fix the errors and load the data files again**

1. Fix the errors in the records manually in the contacts3.csv file in your local environment.
2. Use the [PUT](https://docs.snowflake.com/en/sql-reference/sql/put) command to upload the modified data file to the stage. The modified file overwrites the existing staged file.

Linux or macOS:  
**PUT** **file:///**tmp**/load/**contacts3**.csv** **@**my\_csv\_stage **AUTO\_COMPRESS=TRUE** **OVERWRITE=TRUE;**

Windows:  
**PUT** **file://**C**:\tempload\**contacts3**.csv** **@**my\_csv\_stage **AUTO\_COMPRESS=TRUE** **OVERWRITE=TRUE;**

Copy the data from the staged files into the tables.  
**COPY** **INTO** mycsvtable

**FROM** **@**my\_csv\_stage**/**contacts3**.csv.**gz

**FILE\_FORMAT** **=** **(FORMAT\_NAME** **=** mycsvformat**)**

**ON\_ERROR** **=** 'skip\_file'**;**

Snowflake returns the following results, indicating the data in contacts3.csv.gz was loaded successfully.

**+**-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------+

| file | status | rows\_parsed | rows\_loaded | error\_limit | errors\_seen | first\_error | first\_error\_line | first\_error\_character | first\_error\_column\_name |

|-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------|

| mycsvtable/contacts3.csv.gz | LOADED | 5 | 5 | 1 | 0 | NULL | NULL | NULL | NULL |

**+**-----------------------------+--------+-------------+-------------+-------------+-------------+-------------+------------------+-----------------------+-------------------------+

### **Step 8: Verify the loaded data**

Execute a [SELECT](https://docs.snowflake.com/en/sql-reference/sql/select) query to verify that the data was loaded successfully.

#### **CSV**

**SELECT** **\*** **FROM** mycsvtable**;**

The query returns the following results:

**+**----+-----------+------------+----------------------------------+----------------------------------------+----------------+----------------+---------------------------------+------------------+------------+

| ID | LAST\_NAME | FIRST\_NAME | COMPANY | EMAIL | WORKPHONE | CELLPHONE | STREETADDRESS | CITY | POSTALCODE |

|----+-----------+------------+----------------------------------+----------------------------------------+----------------+----------------+---------------------------------+------------------+------------|

| 6 | Reed | Moses | Neque Corporation | eget.lacus@facilisis.com | 1-449-871-0780 | 1-454-964-5318 | Ap #225-4351 Dolor Ave | Titagarh | 62631 |

| 7 | Audrey | Franks | Arcu Eu Limited | eu.dui@aceleifendvitae.org | 1-527-945-8935 | 1-263-127-1173 | Ap #786-9241 Mauris Road | Bergen | 81958 |

| 8 | Jakeem | Erickson | A Ltd | Pellentesque.habitant@liberoProinmi.ca | 1-381-591-9386 | 1-379-391-9490 | 319-1703 Dis Rd. | Pangnirtung | 62399 |

| 9 | Xaviera | Brennan | Bibendum Ullamcorper Limited | facilisi.Sed.neque@dictum.edu | 1-260-757-1919 | 1-211-651-0925 | P.O. Box 146, 8385 Vel Road | Béziers | 13082 |

| 10 | Francis | Ortega | Vitae Velit Egestas Associates | egestas.rhoncus.Proin@faucibus.com | 1-257-584-6487 | 1-211-870-2111 | 733-7191 Neque Rd. | Chatillon | 33081 |

| 16 | Aretha | Sykes | Lobortis Tellus Justo Foundation | eget@Naminterdumenim.net | 1-670-849-1866 | 1-283-783-3710 | Ap #979-2481 Dui. Av. | Thurso | 66851 |

| 17 | Akeem | Casey | Pharetra Quisque Ac Institute | dictum.eu@magna.edu | 1-277-657-0361 | 1-623-630-8848 | Ap #363-6074 Ullamcorper, Rd. | Idar-Oberstei | 30848 |

| 18 | Keelie | Mendez | Purus In Foundation | Nulla.eu.neque@Aeneanegetmetus.co.uk | 1-330-370-8231 | 1-301-568-0413 | 3511 Tincidunt Street | Lanklaar | 73942 |

| 19 | Lane | Bishop | Libero At PC | non@dapibusligula.ca | 1-340-862-4623 | 1-513-820-9039 | 7459 Pede. Street | Linkebeek | 89252 |

| 20 | Michelle | Dickson | Ut Limited | Duis.dignissim.tempor@cursuset.org | 1-202-490-0151 | 1-129-553-7398 | 6752 Eros. St. | Stornaway | 61290 |

| 20 | Michelle | Dickson | Ut Limited | Duis.dignissim.tempor@cursuset.org | 1-202-490-0151 | 1-129-553-7398 | 6752 Eros. St. | Stornaway | 61290 |

| 21 | Lance | Harper | Rutrum Lorem Limited | Sed.neque@risus.com | 1-685-778-6726 | 1-494-188-6168 | 663-7682 Et St. | Gisborne | 73449 |

| 22 | Keely | Pace | Eleifend Limited | ante.bibendum.ullamcorper@necenim.edu | 1-312-381-5244 | 1-432-225-9226 | P.O. Box 506, 5233 Aliquam Av. | Woodlands County | 61213 |

| 23 | Sage | Leblanc | Egestas A Consulting | dapibus@elementum.org | 1-630-981-0327 | 1-301-287-0495 | 4463 Lorem Road | Woodlands County | 33951 |

| 24 | Marny | Holt | Urna Nec Luctus Associates | ornare@vitaeorci.ca | 1-522-364-3947 | 1-460-971-8360 | P.O. Box 311, 4839 Nulla Av. | Port Coquitlam | 36733 |

| 25 | Holly | Park | Mauris PC | Vestibulum.ante@Maecenasliberoest.org | 1-370-197-9316 | 1-411-413-4602 | P.O. Box 732, 8967 Eu Avenue | Provost | 45507 |

| 1 | Imani | Davidson | At Ltd | nec@sem.net | 1-243-889-8106 | 1-730-771-0412 | 369-6531 Molestie St. | Russell | 74398 |

| 2 | Kelsie | Abbott | Neque Sed Institute | lacus@pede.net | 1-467-506-9933 | 1-441-508-7753 | P.O. Box 548, 1930 Pede. Road | Campbellton | 27022 |

| 3 | Hilel | Durham | Pede Incorporated | eu@Craspellentesque.net | 1-752-108-4210 | 1-391-449-8733 | Ap #180-2360 Nisl. Street | Etalle | 84025 |

| 4 | Graiden | Molina | Sapien Institute | sit@fermentum.net | 1-130-156-6666 | 1-269-605-7776 | 8890 A, Rd. | Dundee | 70504 |

| 5 | Karyn | Howard | Pede Ac Industries | sed.hendrerit@ornaretortorat.edu | 1-109-166-5492 | 1-506-782-5089 | P.O. Box 902, 5398 Et, St. | Saint-Hilarion | 26232 |

| 11 | Ishmael | Burnett | Dolor Elit Pellentesque Ltd | vitae.erat@necmollisvitae.ca | 1-872-600-7301 | 1-513-592-6779 | P.O. Box 975, 553 Odio, Road | Hulste | 63345 |

| 12 | Ian | Fields | Nulla Magna Malesuada PC | rutrum.non@condimentumDonec.co.uk | 1-138-621-8354 | 1-369-126-7068 | P.O. Box 994, 7053 Quisque Ave | Ostra Vetere | 90433 |

| 13 | Xanthus | Acosta | Tortor Company | Nunc.lectus@a.org | 1-834-909-8838 | 1-693-411-2633 | 282-7994 Nunc Av. | Belcarra | 28890 |

| 14 | Sophia | Christian | Turpis Ltd | lectus.pede@non.ca | 1-962-503-3253 | 1-157-850-3602 | P.O. Box 824, 7971 Sagittis Rd. | Chattanooga | 56188 |

| 15 | Dorothy | Watson | A Sollicitudin Orci Company | diam.dictum@fermentum.co.uk | 1-158-596-8622 | 1-402-884-3438 | 3348 Nec Street | Qu�bec City | 63320 |

**+**----+-----------+------------+----------------------------------+----------------------------------------+----------------+----------------+---------------------------------+------------------+------------+

#### **JSON**

**SELECT** **\*** **FROM** myjsontable**;**

The query returns the following results:

**+**-----------------------------------------------------------------+

| JSON\_DATA |

|-----------------------------------------------------------------|

| { |

| "customer": { |

| "\_id": "5730864df388f1d653e37e6f", |

| "address": "509 Kings Hwy, Comptche, Missouri, 4848", |

| "company": "ORBIN", |

| "email": "blankenship.patrick@orbin.ca", |

| "name": { |

| "first": "Blankenship", |

| "last": "Patrick" |

| }, |

| "phone": "+1 (999) 407-2274" |

| } |

| } |

| { |

| "customer": { |

| "\_id": "5730864d4d8523c8baa8baf6", |

| "address": "290 Lefferts Avenue, Malott, Delaware, 1575", |

| "company": "SNIPS", |

| "email": "anna.glass@snips.name", |

| "name": { |

| "first": "Anna", |

| "last": "Glass" |

| }, |

| "phone": "+1 (958) 411-2876" |

| } |

| } |

| { |

| "customer": { |

| "\_id": "5730864e375e08523150fc04", |

| "address": "756 Randolph Street, Omar, Rhode Island, 3310", |

| "company": "ESCHOIR", |

| "email": "sparks.ramos@eschoir.co.uk", |

| "name": { |

| "first": "Sparks", |

| "last": "Ramos" |

| }, |

| "phone": "+1 (962) 436-2519" |

| } |

| } |

**+**-----------------------------------------------------------------+

## **Step 9: Remove the successfully copied data files**

After you verify that you successfully copied data from your stage into the tables, you can remove data files from the internal stage using the [REMOVE](https://docs.snowflake.com/en/sql-reference/sql/remove) command to save on [data storage](https://docs.snowflake.com/en/user-guide/cost-understanding-compute).

**REMOVE** **@**my\_csv\_stage **PATTERN=**'.\*.csv.gz'**;**

Snowflake returns the following results:

**+**-------------------------------+---------+

| name | result |

|-------------------------------+---------|

| my\_csv\_stage/contacts1.csv.gz | removed |

| my\_csv\_stage/contacts4.csv.gz | removed |

| my\_csv\_stage/contacts2.csv.gz | removed |

| my\_csv\_stage/contacts3.csv.gz | removed |

| my\_csv\_stage/contacts5.csv.gz | removed |

**+**-------------------------------+---------+

**REMOVE** **@**my\_json\_stage **PATTERN=**'.\*.json.gz'**;**

Snowflake returns the following results:

**+**--------------------------------+---------+

| name | result |

|--------------------------------+---------|

| my\_json\_stage/contacts.json.gz | removed |

**+**--------------------------------+---------+

## **Step 10: Clean up**

Congratulations, you have successfully completed the tutorial.

### **Tutorial clean up (optional)**

Execute the following [DROP <object>](https://docs.snowflake.com/en/sql-reference/sql/drop) commands to return your system to its state before you began the tutorial:

**DROP** **DATABASE** **IF** **EXISTS** mydatabase**;**

**DROP** **WAREHOUSE** **IF** **EXISTS** mywarehouse**;**

Dropping the database automatically removes all child database objects such as tables.